Статья с ссылками находится - https://javarush.com/groups/posts/massivy-java

**Что такое массив?**

Массив — это структура данных, в которой хранятся элементы одного типа. Его можно представить, как набор пронумерованных ячеек, в каждую из которых можно поместить какие-то данные (один элемент данных в одну ячейку). Доступ к конкретной ячейке осуществляется через её номер. Номер элемента в массиве также называют **индексом**. В случае с Java массив однороден, то есть во всех его ячейках будут храниться элементы одного типа. Так, массив целых чисел содержит только целые числа (например, типа int), массив строк — только строки, массив из элементов созданного нами класса Dog будет содержать только объекты Dog. То есть в Java мы не можем поместить в первую ячейку массива целое число, во вторую String, а в третью — “собаку”.

**Объявление массива**

**Как объявить массив?**

Как и любую переменную, массив в Java нужно объявить. Сделать это можно одним из двух способов. Они равноправны, но первый из них лучше соответствует стилю Java. Второй же — наследие языка Си (многие Си-программисты переходили на Java, и для их удобства был оставлен и альтернативный способ). В таблице приведены оба способа объявления массива в Java:

|  |  |  |  |
| --- | --- | --- | --- |
| **№** | **Объявление массива, Java-синтаксис** | **Примеры** | **Комментарий** |
| 1. | dataType[] arrayName; | **int**[] myArray;  Object[]  arrayOfObjects; | Желательно объявлять массив именно таким способом, это Java-стиль |
| 2. | dataType arrayName[]; | **int** myArray[];  Object  arrayOfObjects[]; | Унаследованный от С/С++ способ объявления массивов, который работает и в Java |

В обоих случаях **dataType** — тип переменных в массиве. В примерах мы объявили два массива. В одном будут храниться целые числа типа int, в другом — объекты типа Object. Таким образом при объявлении массива у него появляется имя и тип (тип переменных массива). **arrayName** — это имя массива.

**Создание массива**

**Как создать массив?**

Как и любой другой объект, создать массив Java, то есть зарезервировать под него место в памяти, можно с помощью оператора **new**. Делается это так:

**new** typeOfArray [length];

Где **typeOfArray** — это тип массива, а **length** — его длина (то есть, количество ячеек), выраженная в целых числах (int). Однако здесь мы только выделили память под массив, но не связали созданный массив ни с какой объявленной ранее переменной. Обычно массив сначала объявляют, а потом создают, например:

**int**[] myArray; // объявление массива

myArray = **new** **int**[10]; // создание, то есть, выделение памяти для массива на 10 элементов типа int

Здесь мы объявили массив целых чисел по имени myArray, а затем сообщили, что он состоит из 10 ячеек (в каждой из которых будет храниться какое-то целое число). Однако гораздо чаще массив создают сразу после объявления с помощью такого сокращённого синтаксиса:

**int**[] myArray = **new** **int**[10]; // объявление и выделение памяти “в одном флаконе”

Обратите внимание: После создания массива с помощью **new**, в его ячейках записаны значения по умолчанию. Для численных типов (как в нашем примере) это будет 0, для boolean — false, для ссылочных типов — null. Таким образом после операции

**int**[] myArray = **new** **int**[10];

мы получаем массив из десяти целых чисел, и, пока это не изменится в ходе программы, в каждой ячейке записан 0.

|  |
| --- |
| Больше информации о массивах есть в статье “[Кое-что о массивах](https://javarush.com/groups/posts/1932-koe-chto-o-massivakh)” |

**Длина массива в Java**

Как мы уже говорили выше, длина массива — это количество элементов, под которое рассчитан массив. **Длину массива нельзя изменить после его создания.** Обратите внимание: в Java элементы массива нумеруются с нуля. То есть, если у нас есть массив на 10 элементов, то первый элемент массива будет иметь индекс 0, а последний — 9. Получить доступ к длине массива можно с помощью переменной **length**. Пример:

**int**[] myArray = **new** **int**[10]; // создали массив целых чисел на 10 элементов и присвоили ему имя myArray

System.out.println(myArray.length); // вывели в консоль длину массива, то есть количество элементов, которые мы можем поместить в массив

Вывод программы:
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**Инициализация массива и доступ к его элементам**

Как создать массив в Java уже понятно. После этой процедуры мы получаем не пустой массив, а массив, заполненный значениями по умолчанию. Например, в случае int это будут 0, а если у нас массив с данными ссылочного типа, то по умолчанию в каждой ячейке записаны null. Получаем доступ к элементу массива (то есть записываем в него значение или выводим его на экран или проделываем с ним какую-либо операцию) мы по его индексу. Инициализация массива — это заполнение его конкретными данными (не по умолчанию). **Пример:** давайте создадим массив из 4 сезонов и заполним его строковыми значениями — названиями этих сезонов.

String[] seasons = **new** String[4]; /\* объявили и создали массив. Java выделила память под массив из 4 строк, и сейчас в каждой ячейке записано значение null (поскольку строка — ссылочный тип)\*/

seasons[0] = "Winter"; /\* в первую ячейку, то есть, в ячейку с нулевым номером мы записали строку Winter. Тут мы получаем доступ к нулевому элементу массива и записываем туда конкретное значение \*/

seasons[1] = "Spring"; // проделываем ту же процедуру с ячейкой номер 1 (второй)

seasons[2] = "Summer"; // ...номер 2

seasons[3] = "Autumn"; // и с последней, номер 3

Теперь во всех четырёх ячейках нашего массива записаны названия сезонов. Инициализацию также можно провести по-другому, совместив с инициализацией и объявлением:

String[] seasons = **new** String[] {"Winter", "Spring", "Summer", "Autumn"};

Более того, оператор new можно опустить:

String[] seasons = {"Winter", "Spring", "Summer", "Autumn"};

**Как вывести массив в Java на экран?**

Вывести элементы массива на экран (то есть, в консоль) можно, например, с помощью цикла for. Ещё один, более короткий способ вывода массива на экран будет рассмотрен в пункте “Полезные методы для работы с массивами", ниже. А пока рассмотрим пример с циклическим выводом массива:

String[] seasons = **new** String[] {"Winter", "Spring", "Summer", "Autumn"};

**for** (**int** i = 0; i < 4; i++) {

System.out.println(seasons[i]);

}

В результате программа выведет следующий результат:

Winter

Spring

Summer

Autumn

**Одномерные и многомерные Java массивы**

А что, если мы захотим создать не массив чисел, массив строк или массив каких-то объектов, а массив массивов? Java позволяет это сделать. Уже привычный нам массив **int[] myArray = new int[8]** — так называемый одномерный массив. А массив массивов называется двумерным. Он похож на таблицу, у которой есть номер строки и номер столбца. Или, если вы учили начала линейной алгебры, — на матрицу. ![Массивы в Java - 4](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPoAAACfCAIAAABft1ODAAAqs0lEQVR42u2dd0BTSdfG867b1y6KGoqCHRV7XzsooiAKiChSBCtFRBQLIE1AigpKUaR3pIn03nsNvRMgQEgC6T35Agj6vqu7H2CUrPP8BZeQmTnzu2fOzJ05F8IGAvpuBAEmAAK4f2HRyejWd/YPta4dVn3dCqwOxD1hii00VK8b+7hWoFmsb4I7A1n/wlzVQNPGowR0BxD3hUVEGZ1TPnrvdU0/kf41cefcX+RKp1tmZ9zSyKAbgL6emBX+pvbW571asEw266t5946EGzrXnRqA+YG+vvAFl5SkbmW0Mb8G7iwmC11ufGrLs2ZgeKBvpILLipLG+QgGncV979789rSmQzewOdC3EzlfQ/7kqzyue3cGsvjxlp1BA//0OVpdrI3JmTNnDAwim4i1YUYPzUKqqF/HFLS+7rTQCyoqmppWiYi+5ojnd02Ci9E0Jo/2LKUmzOQ2x5K3HyS0Eyt9jEwsoxt4tS1MGqU+WU9L6/x5A7/izv4y/3tGTyMbSawJfFW306ptLjUkBndxJxU8Wykbg/7bz+AqPPUk+RQv2igqnrW2svZ4oCf8y+yjz+u/QifRMC0RRpsUL5jsOqF1QfVkbkLM6eVzZhy2bCKzWDyIx0CR8xUJvlOq5hzcXzi9cNFXX/Qbn6Ifbw6tLFbRcwn5U6rrJK6oXJDLys68tksIIiqf3Eef0J1T67hp+7NMBHdxr/eRUHqH+LthBuZ5QQR6UPVRCvI9/N4n5v0wXyK4h/u+A9cZoLl29errz+pHVmdZzOyH0yEQGdcKOg/CTih5prBEREr7cS5q5ALabtt/fhSQjxvkSdpzbQ6sF1K8k1qBpQz7vb4oUQhk5ZU3/RPtmnpvaU1PGFdxx0foHfaqJH7WVRKqDHf8smivw0dPnXrdzk5fKP0Kx3XnQUo2XTdj7uY33eyx0REecGIm3w4XGJvOc3QMFFxeBxGR9oSPXaG2PDo6TUAxjMSDrDeGqi9bMN8klTyGATHvwZLf5mqFDDImHFfnPxJ5lM5F3FnssqcbLFL6Phds4epMpCEz9gfUjdHForf4Ky4V0gmooOH7uRrh4ite7v1ljpRn20dPAlrcjwhBTzzp72vhNTwGy3T/hPDLxLSOBoAsGqHc9ZiAyMPYBhoezVsBO30w46bIwlVGyQMf0O5N1Nk1Z41WQ1c7izXRILfJ/4hGMBdxZ8LM9kEvBA8QP437QJqa2Pat1yIRH/nSQlvxRYsUIht7Mi0PiItLGiSO3t7t8Ubya8XP2KS2Eb7ETL073lR5nohO4keuj1Zpvvm3WbLObeiiJ/s2bNj9KInFZnLGnxdn1q5atUpK5WXnlCUEFXdKZNvBB2lo+pjboCTcFpwvrJXZjUi4s118g4xJFo9Az6B0vjEQnH/a4yNzszoj5aHTVl8tpPTFX921SVzNpapv3A8sWXSfU8tkuYl7/g3xdepxA+RP417nvnOxtJpLA3akNkxGzWuVFYt/n3/6dQuL2dOPcL4vJ/Vy1NGSUNg4Aykjh9CKgS9QMUyDk/Ihof2Bne8nRcyuOJs7MgsgP8v415D76dRML21hwyAKFo1IcLMOT0+PDw94YnbItmjys2dOMxkMJuvvfht/cFrlsJ7vpH4IfMQTMGiUcleF+bN+F1EL7WIzEb3tj+/IK/m2f1SHCnvZa4/9KgeZX6wprL9r2Hi+lEbMfSSzYIV1xej39hW88dRe8xNEzDgeNcCmN6a57dK3y23Bjz/W8JBauJubuBcZbtl4OeWzuPudXD3jwIO43FJYVWVWpqWUpo2B3BxBUZ2AtrKc7I7O6GdKHPI/fL7M+cwj54jKL4A7A9PkeWml0P4rLjEllZWl2BRL3QdyWls3/75WOzLmXW4/o+HtLeF7bzBEKp1MoLHYDMZglZeb9nYP+GRLbvc+vHHB7AuRXRwyKeSuNyqz+dceDhjgDCNsUpOvnuBsvvN2Fdjxfmul22GRGVLWGUUV1TWwzNgHB7WsbklNFxS786a7uji/vSnATlndv2OsW4g98KpaeB+ZxZj4jJyGa/SRmz1PXDYCP1R5Qq2LJv9s/nMunFkYjc1GBMtunTdbzqsRSx0/7vl2B4VX734QUlZbV4Ot9H+gu1tLQXb+3CNWQYm1KDI8z+nwXfuSDgKTM4ThsDgskTb0Ex6LwxP/dvWYxXx9DLqfy7hvuJT8OdxZjHpfrX3CS5ctWyYsfMg+FT7QHX91pbCAiLhaWAuehAtxOHva8yPcix3lLZy+CO6cgQ1XF6KzVXCJyDKRpcsUTdJJNGKY1mEBQWER9efdREZvivnC228wpNHggI7M9H6qbZxDmTTuvke3LOZTi+oexr07XI1v8YajQSO4N/vrL+VbqOpQOW7cmfQKF+WdwiLDlpR1L+jprw9RERQQWLnjVjKSSMR42pxT9xjDfSD3+j6xo3cKuyezgYmGa/KT5+PfdCqKMFR5Yq3bZSgf9IJb2wjuIad28vPJ+4wf96HGYIod5BYLLV0mIiKyX9mzl0opslMVFRASPnYbNsigNUWI6zpiyCQ6q+7F7k2LRLUiSstiLCRF1u+S8WmewriP+VoGg/XXERxdH+B0+b9wL/pyuI/VkDk06H5iEh1xfpFRDHpsJ113UeK76AYybarHvZ+0ZG+R6xM9dd8x3BndkXo2Th6NuCndFk5DPtk17Bz9PaZeBW1DwQyz5MGKq/YvLY7aRRWV+hnKejV9U9wLbmxYq574T7h/Zg2zM9pDVznwozV7mPtZe4+URvzX4CZBa4FZzqg3hPn4esfAmtksMnaQ95Yo2ZhaX/fbV/2Ro783O0na+gfV8+IC5ZBKjffbhDb3U2hUfKaBuLLmFbcWNqU9w1HfIfdvVylZTHdJKFdj9wqzfXtuZQ5Sxo07g0xpiL537dhyw7iCduLwymFP11v93ReuXgus68Vz2csONsZbHJp51iagqAOR5+LpoLvmmEmIj1MJrCI2G8tjcNCJpOog3SsyOy0KkOhhS7JyzVxCGwd4c2MBobPJV1XsvIFtYkdlznPNvS6xHRgO+OVvDHfpRTeiaH+Le5ASlKsrM12RlzQDG3Djp5M6UBlqcuLEicPKlx6mDbtzcpGtkRbnyq5bboVdXHZMrWFnTp/klCVh/+6t5a6hahw+vH379ouGYe08xwe5L9/fmNOELbLyr9xK0ajB3oagAI+AKt581MrGZN+6qsJpzrb74SWx9q5FQ0trDCI6xvTEEfkL7uV/j3uxDdSCm7jDQ9VVvWtxNDbQt1ZXVws7N8jgyvX7pm9yy1qJ358FWMw8c6gxwP17Ea424M7161bBDZTvsvkAdyCAO8AdCOAOcAcCuAPcgQDuAHcggDsQ0L8X984wDTWfOoA70JTAPd8CaspN3Esf7N6ulzZIZgFjA3173P1OQaW4iXub//mz7lXAuwNNCdwzH0BvczWYCQXBDNBUCmZMwFQVCExVvzLu9AE4rCIpKamwqANLxbQWl5W3YhhfwwZ0Ul9HRlpaenpJJ46Eg9cVFzchSExenWyMmbF41IxtA0yeBZSORRRmZ6ek5DT14kmY1tJiWPMAjedxJyPrs16f1zgkKywsvF/ifkiE454fZm4xyaVx/XZnIDIfPbmpO2vBMkGhzd4ZBfYyK/+zWC2xl8aLuI+YUf2gDMeMB44Yvzfjw3w6b7KOKn3lYXJZkH+VoODKR0E5Pob7IH9scazA8zbuNFRdgKrIshXbrYuoQwfPmPVuh0Qhs9a7cT+xYXOo3p5Fq467pHUg8SQShl3kNBcCWX07isSDsNP6a8fMOGz6hhEzvmzkSefel+t0dpXgpuuP89sIDAadPRC/FgKZfsyqexKtmQK401DxuktnztNK/3BukhR46fd5G0wquBzK9KUZb54167IPqmv0CrHQaPFPs26+6cHzHuyoON0l/21G4ogZq3iQdkJj5AUxyF6dig+Habojtv86TcKkajKptr457lRSnOGPkMU678by/rHYuBzttXOknGFsJvdOIDBYhGKd5b+Iqvh+dBKWnKW36beVKlV4nvPtVFKswQ8Q6H+ZcTCL+2bkkroCTonM3qZX8eHIGrnF7dzcWWLhCAabQeVZ3ClVZhvFFks7d3903AATcXrZzxuHMkiR2t4YGmppXXIOLHv//y0xLywNLV6ltA5MLhU2fbDeRx/604GnH2eNGYw5v/jHleffcL66M8Ze++JFY2Pv96fASa2xVnc0NTWfeBdRpyAelKqHG9YsPv7iYzOi3si9NyOxNex/zDi1l0/IVc7bfhG/lPbRjINUa/3n7D/Wmg1w2lrm90BLy9DQNrOZwGu4t3huE1DQcG0cS3cykOl8fPPvv+22r2PSKLlusmdU1U+cuHbX4VEZik0j0HrK3ukIrdSwe1s7qfPRTHxXsLYM3xbvsSxyxNayFMstP0GWG2ax2U3JaYF20tInrkoekvGtRFNIA2WhyqoaKrKyuoaPHhQgp5zzb/HcDFXUdP/IjBnPpDb+9t6MOW4nFC6MmNGmDP1R5VuDrjwMSGgmTqloh8Vs9lCbI2JdNRam4TH1nnJzIX9IvxpgI0s7kl7sP6x4ff9qmWcp9UQGk5dwL3MQn8F3yhOBwRHo9IFm/5tXb51a/bPQMosSdmtSaGFdL5lJxvcV2NmePhbaN/IvRWZydq9TGiaFO32gzeUMdNYu85QW/FAmk9aIx/qbpDet/1HwZl5z+2BZdO5IBNwfoiBmndvRjK4r4ThOChFT6Wovsz8AOSmT9GdZ37uq5VqM4bhiOg1T6Kp19Y51LnHoPVnU3mxfHa3LLu86xnfyvMxh3fT58l7vzdjkr3/l1qlVo2YMKawfM6O8dNhYFnFCd2PYm6ysbupExysGuSf7idbluw7FlKHKU7qSX13TuvYimWMezqxrIN/B+LLWk8weEn2cuBc82vWHgLzfSG5XfLG34W6Fk5IzfpV0KkOzG8LjRqyPStTZeM87v5envPtAS9itTWvX/LlmzbrdO4+5BYZH5gZcnDt71loJTdfEzvf90Bdpam94NnrEE7NSDI6YuU8SdxYN35pkIrOOb4bIrpXLhU1tA5PK8lzP7P913oo9Fy0ye0c9ID5Bd5tDJW5s4opKsH9682TY5DKL1rzcIfoz5HRAB+drSaQO31OQX4R2ePUNIYJv8NCaCflRzqIUNa6vHGgJMdggtmbvBzPm+GvMmflXM95Wjh6d6qGy79y48yx+Es8XKNj6VxKQaUsPhQwOVR4Le6L8K+TXk0+aOfctZ8TxPbRqGkTCvW5wnJnKWJhqz6t7fpspunfZsmW6Bs/fFib7PVCD/rJQTO5GRCNpNIVL0e1t5jHFHPYLXeTlVdWcYUR2hZuyoqLuk0LM1F2ZofbAsuLjvb29IyISGjgjLR1ZnhzPUX7XqJUwdbG+HtE9733EF8F9eIxE12fGh4WF+fr6ZpQPeQxUdd5QwXl1Yx/Bx1nYpCI+xMPYthQ/11A4dXLBDAmen5kYX9ZDZgylMCMjyuIT0/O7aEMOkkHorE6OTyhrxo53pZyKgGX+P8z4tmfseQK5+dUuNYuXVcgJL8oz6YTOoviEjKIexnDl8W0VifGJZW3EkfeKdhdlJcQXwQn08cdK5K7SxOjoaC8vr4SsZg46pPbh1qQV4cYqW+j0OKpy2NEjC57pQlWeBjtIW7h6udheO+RQO4UXIv+BDURl3KvIJo6/He2mLMMvg/s/qt7HKiSPwhod6sn9DQluwTXdQymweU5/NSO7L/aCgV9I6SAvLsp3v3X0ie+nvR91G/x3/ql8yTkprbokN8H0pj+czJO401F1dcVhmsahDY3lnFEgt3D41q6wkHjont7E5eyGZY5yTnGJ2UV4XFlqTDkd29lcHKh8L7iuoYLNQBTk43iIDXp/TU1x+HszUnrzC4aHK0bSLb3QGiSV92ivdjOOyo6Mze3tzirI6UVVROmKqTzNrGjDs1GlXnpPOHMi5rfDvSNYVcWzZvy4U9EtYQZCCxYuXLRo+fpVoifvZwwQBlmDFSYae2bMXyio7VPVy61EYvBwNcn1M6bNFl67du1Kca3A4oaYO8L8C/n5+ZevW7XsjG5QFZlnIBkx4/xhM65bKaryOL0yv5PJZOEQIc5B79p47XEaJtv6ssTcafOExcTElgrtsUvpbYq+qelaQ6TTqNhu9wsL5+9S9a6kfR73XDPofTaXj3foTuB4B4tBw6PgSCQSgUB0dnZicNShgZhJGUBzriE7UTgqg1vrgXRCXz+yl1MKHA7vQ2LJdAYB/b4mnCsDWDKDd/j4bzN2pebVIMPf+IaEBT11jYkvwvDa8zQmGYNGIka6pqenn0hlMih4PJUxjDKdOIjsQaL+JsE29493tAdeOO9RDTYATxFcmMze2FtboVAV20IMi/W9HTFjMXNMoXe5Hbv7gP3uQFMDd3C8A+g7wh0k3gACuAPcgQDuAHcggDvAHQjgDnAHArgDAQHcgYAA7kBAAHcgIIA7EBDAHQjoK+EOMgADTRncub1FrM1fRfklDOAONCVwzzKG3mFPweMdQEBcwJ3bxztA7A4EpqpAQAD3//pXGrajKCWlsAr5LdIyEtrzstNTalF0rkZhLAa5tyolLbe4i8TFUhgUdGteSkpxDZqbXoeOh1enpaRVw/FcTidPRVYVpqQUdWBpzH8R7kRUkcM2CGTD6Uj4N8C92HaFwAzIxUgMV1NT0Agdfqcgv4jueFnLxVJwiOSHKyCQneqJCC6Wgh7JIqb8BIbmbtd0RilshEC22Bf0E/9FuNPwrQnmamomz0sHvwHu3bFG+lfUPCuJDG66d47fzXdW07xtkYHkYinUgZooIzU1Sw8YNxNtkLoS3bTUtNwSuTpScYQte2GqpvYwvgVP+xfhDgQEpqpAQFzFndyUVdXQhKED3IH+9bgPVplLHb/1srCXAXAH+nfjTusIu78TAjlqHI+cWKY4gDsQr+DenxoVeX77ksWbdz7OmuDruQDuQDyBO7nipYfp5cSkUAWhvRLZfRNdjusKArgDTXHcGd3pgY/Urav7qFV3t+3dcbnov1+/xaIRyz3VV3xechYh1SNvRekOBLgDTWncGR0Zoa7XrQIKSwvfJWlu3bLfIKOL9T//R8Z0Nnxe7X2DFAbAHWjq407pDHsot2DBPBGR1atEoItmzzio517zv6+rYNHJOPTnhSVS3r+SBxGsoe4LjncATQ3cCyyhph/j3l+aHHX9UTSVSqXTaNXZQXeOHt15PRLxP86dSij3VFv+ecmZjQYzHa+Vz7hUYQHuQFMB9/R7UINR3HHNafHxns/ysYzhR0osBptZeXge30nLku4Jbxwpv7N7u146ON4BNCVw9zs9crzjTWiAl/7pPxbdjO8iUBhkJnkQ1RAb//zcPMjP6hYxz0s7kbiJ7MNldoZf1PCrB8EM0JTAvdAK+nAI9127dh0eluLV9EE2io1pfG4oe3hUW6865XYSJ4I7WHcHmuIrM19QAHcggDsQEMAdCOg7wp1aF/3IRFVV1dgiBU6EBZta2b5r/Bpv7KX1I7IitDQ1tbXtU3uQLW/dH1qFl2LovL2ahKvwvHtXVVXT+mVxP67Q1dTyWUY3TzaEQcJXJetdvXrpkmlkXW9fvv9DU48UOIXJ07gPlrrrHeM/fc5YVlbW0f65q6Em9Ne5sp5cP6dKG+x4Z7pD+cKDzRIqCorS2YlxZ1bOnX7AvIHM5F3ckRkWmtIrJWVvyMjI+AW+sVeTnDldUD8Jw3v+mE7OfyZx9sy1NftVFRSksjMzLm8XgKxUy0FP5FDlVMGdWO6qLCJ0SNNs9Mwm6vGW/0xbLBs7wF1rMgk9oVfFVy7XtKvuZw69VZfJzDabDoEcf1HOu74dnWl+XFhcxtgF9t567ZdmQX5dc72YzmstYdIzzfeKCZ4xyqwjjByRb/NZBIFsvBOHnVDvTA3csSU6G/+zRPJV+weX22ZzbJrAKf8e7roOSoblxpmzxIPgbOKo+bqCT86ct+1FMZHCm7gzu+KVVkO2Xk7rHWslOl9L/IfVWmlYXmtLjbe80NzFNgW0sZrj0vUW/SFwOxJF4NnYHQu7dRDCdyyieTQYY9FIVa+k+fl13qG4iRyVCPPc/8vMIy+bPzo53+5xTHjRYbMuXp1aI1PPikPENAvHEhuwCIg4040zBOxqaGwWiXcaQqf1xV1cOHfDw5zBD0F6z1uNjXNWqlRRh3I48CbumARF0S377qWi6WN1oqfcE17MLx/+USRTCmv0u7J16+mHMU2EL1MzMiLx4bm5S67Ff/T0jFH9aNtvM+Rsi8YOs9AZTDIG9urcJjExsRNqrxFTHJLuoH382xVf1dNG688kIT2UZvGL6mTy1m1Lw9X56Cycr+T3cUKSdn9pvmk7r8RMeMyfArjDnojPl7sZ0jFCMYvFrH6ltGD2ryIqQc3vw4tsS9N7J1/BMTU2p67ruOd/maQ9TEyD87nDQvsDu0avIBId7svxQ36S9oURB4dxgUfq79fxKYzzsAxOSIgM8HF4KOlYxpzCkFBz7i2Zq/asZHBkvwcF21/gKDn7pz/23M3kxDZE4oDpTV3TxKwIfZ2HFsk9UzhaY5JQsbcl+dc5NY5e6csNcNESnQbZ9DgdzYltUHWxxy/bJcHJTB7DvdL1wJIZ0na5FbWNTfV5iaYSFy31Jf8QWnsvqq+6ENbXR8H2VVQ2IMgcf1x0+f5Nr4IvgzsD3eRxcbngAe1XCRW1dTBC2iPdeyc0tmz6ba1uTEJCfi+RjO1prKuuhKOJBByFyWbQB2Herte2e3ROtuQOv2PbBfgvRndzhhUKuTtCg19w07HgATan40jNAQbL+KHqjlUTi7MpWaYbFs0841pW19jc2Zjhb7Dr4gO9HT+JHHZMpaCbvWMzKmprWpoaG2paO/BMGmvSHrjZX5F/8Vb5aMJQ5Yl17leF+IXU3Ns4f+J4j1D53Yv5FX2bJrIblklExT/YAhU/8Ti6qqmpgVDhaaS/V+PooVmLFFyjUlFkYmxySllLC7y2joAnMZicgIBCIpEp/7S8MAVwZ1BLnOQ3Q5eIiooKCkq/yOlA1AYp8/MvEN16Pb6XSCMFawgLiqgUtMDZnQkaVrZehV8oJRuLNljtd3njIqGly5cuFZW/n4wl44LV9i9YJLD43BM4idVX+GK7qPB68/TReiIzvJ5pG2VSJltwm9eBdXOnnwvvIgzh3hWqPH3e6gP+I7g3+Wgvmj77rG35xBKnsejYxPt/roIuEREREV2t/qYZ2Z7+5ADfAr61sjfeZIZcWCq0T05T4dAZ6atRTcTJjyW4Rm+Z6bPEjofjhypPqHmuwTedT+l56zDu3YHHN82aLuPZgJ3I1kIWg9yZ9ODAAgHh5UuXLDmsGYgiEdLunVrAx79Axu5dio/a+gWLNHWNdmwR4Vf0K6pJfyovKr5V0qP2W+Pe+eai+j/siGQx6DQqlUgkUijUodVUzr1KHdLwHwn5zmbKUgE9OCS7IVTD2v6L4T4yS6BRyWQyiUSiMZjDC1+0oYLpwwexGLk312l6l+NYrGGf0VOW/Da8hkT7AqXSOKXQ36/qDzeWNprcc6Tp9Ekk6mMxhpowbEwapwgWc+h3BpNZgyM2PTO6eC4yM9LAzepmXj/ryxiQU3k6c6wfP6r8sHHHmjnRpnB6h9OWkSJGeofzQwOz1+OwinMoDFdqsU77iYvpIcuwnDI/w31uNf9U34L3OyK5hXvza0V5pwrsBJP4sqhwD8ebprCRKN/liqNzaMXXWU9jkXMsd7iUvP9toCY4wDOqqonNohDwDDYvitxoYvXQpLOv/Ka1k0Uels3Dojd773kUNUhA1zpKKZ9TcKhkE3pKX9ywSutn/BPuKYZQXW7iXma8e8dEj3ewKF2JDzX2rbKqwhLIWHSyvtTFS1p+tQgc9zNg09tcZRep2aa2YKnIEi+/Z/rrTlpEBL+srKuMyxrkPUBYpOaQK5JbxT2Tstz83LM7qbxMOy7m0nJ5bcfi8vCLOx8HViHINFrNuwd7dMIa+6n/hLv/aegxbuLeFal1MaBhYlvEmNiOFCdJScnTRomcqMbrngLn5+06jqltRO6bNN9WWUFCQvtNDSLOejun3H379m3evFlVP7iVFwlh9he7Gomv33nisKSNq1c+hpdpZzeG3NWSlDxz/8ENi4yW4aCHmmwpfejEaYc8wj/hXmwNNWeDHZH/djG6kiKcbtx39o5Liy3Ffq9WABuAv5eOpsLjH168eONJPv57tgLAHQjgDnAHArgD3IEA7gB3IIA7wB0I4A4EBHAHAgK4AwEB3IGAAO5AQAB3IKCvg3tXuKaGP0h4DTQ1cC98BDXjJu6NbqdPOpRiqcDWQFMA90R96DVu4l5msmenfsYgBby9A2gK4O4vD5XmajATdVkrqBEEM0BTAvcSW6glmKoCgakqwB0I4A5wBwK4f3HcaYSONHsdHZvXld/ibGVPsoXxLZ3AGhKDm5NsJhVT4qGjb+aQi+JiKVRsfZyFjo5jQB2Bi6WQEek+N3Vu+qQPZXzjpnBVnrY6Onap7QTavwh3IqrIYRsEsuF0ZMc3wL3QdoXADMjFSAyVm0khObe03ynIL6I7XtZwkw9E8sMVEMhO9URupnRFw54o/wr5VfkJDM3droFHKWyEQLbYF/QT/kW4M6kDzZlRUelFCMo3wB3XmJL4Lqq8l8bVFKgsBqmzMOptcmY7N3OJMMjI+pSoqKyyPm4+/qBjm0veRr0tacZy+bUJlJ6i9KiojCYMlfEvwh0ICExVgYAA7kBAUwD3zlANNZ86gDvQlMA93wJqwk3c2wNUzr2CAdyBpgTu2SZQI27iXmy4dePllAEy2CIGNAVwfy0NPcBN3IsMt2y4lAxwB5oauB+D7ge4AwHcvwju+XriYmoJAHegKYG722HoTm7iDnt0eP+9HHC8A2hK4B52AarATdy7oy9fCm7Eg5UZoKmAe+ljqBUbPGYC+j5wB09VgQDuAHcggDvAHQjg/je4d0Ve0gxsALgDTQnci22gFtzEvcJs355bmWAhEmhK4B6kBJXlJu4FNzasVU/8x8dM6ERXVfnVq1eLb7BI68qw2nNIyiTxKxxRpWNqmiOfbVu7VkzspF1mXanbpc2brgQ2kZm826XI2MenpDiW3LzXMacz3mjTPlm7XAoPtoNBQg8Ueh5fv3716n3aL/Kasi3/3HTMPBs9OdzdJaG72d92E0FXzA0psXmKNqlRsUkZqa/9r5+f+8cCjeB2Lp8BYxPg+Y6KArtVzKy9kmLj/PvzQ3fN/fX3ow/bKWweHYvawi4eEpt3xjY1Jj6xINPHRfn49BmCholoBq81hIbvC7+xZJuEnP7zpKSkaERDnOKimT+IKeQOMFmTwv3b7plhsfoTb+6YJ37jdVHT+9OatHjD5bMXy4V2cdeg1N5KK6kF24+/TsZS3puw2UMEAjlhU4TmRd/OYnZHXtzMt/teSPnouVeSv8qcWUvVEnjtlfBM8mDEDVHxTcZh3QPvj6NiCyV/goidD22frJG+Je5MVl+ylMBPqzUDkR8utj+X4196zruHuxbFhFxe/uOyIykY9hjb7R6ys+dvdiwkMHgPdiazI2LPgp+2GcR+YJsMs5CYs/JSBK+9Ep5W7aHMJ7DcqYQx2hGswbQHYnPmqQUj2FMd9/wbGzZqfhp3FjJJ48+ZQkrJ3R99vs75+ALB6+HczLXBomCKnSR+F1GM6vsoVIQ9kxCE7rzbRec92NmsnshTm6evvVLU/+EascD8wNyl91NRPNYWYpq24NL1FrkfgKF3x+rtmr/geMGk32/PYntILeRq7A4z279GN3XwU7gjE85sOHrgZlLv2H2N7gi8tXSOgFJo9+e/EQevrSiqaO4lTjglBmUg316Fb8W9/NE6MShEdIaR2M+/K9hX9f/dIItuKs7PyspuhA9MrXinJ/LICqmTlh9yM1GRjc7q8/iWX4rjtUiGmHxfQFArEP6BFyLM5yj0h81q0e2Tdwt031MrT3ERdxa77Km4WVIf6RO413rs498gY9+AJFJYbBa2pTjUQkJkDt8slVA0AdX9GS9LrI0wOPjHzNP2eR0TTInFICBDr2yct962eDjGZWI7il5f0ZRc9sNvJ0Mqkb10+qeTYFFxg7BgqVVL1wgJndDzKcXRJzpnIvdUFOdk1/VTGENBCAVZm51bVNFLH5oeM0m9TXnZObVw/PjGmMqnG2dvveDZOUCmcr5koKnA1+TA/N/5hXTi8GQU4rPBGQ4Wn13dOkCbYEtYDFIPLDunGNbPGKo8g9hdn5udW9tNHup2NrUPVpKTDesh0cflGhpfnpzHfyli5C6louuiHUwvbvv5P+uN4rpIVAJukjg2+R9R8OQi7mw2PkLvsFclkfVXm8LTTeUWbJJ/cMv0ifWjB/FOerf8n16HCiw8YRQTFlzf3/fZryw02G/pVzRR3JnkgSJ3+U0bVktoOz96ZJoX7WH5/M49heNzFx7Qe+zV3NlEpHxi4Y5BJqIrMgq7cSh4jb+p1anbORNNDVf7cofoz5DTAR2csZlE6vA9BflFaIcXks2hEt/goTUT8qOcRen4QpC2eIMjc7aes7pn7mD7yCTS4dotLwdNvoWCiuapb980ons/+U+Y7jJrbTuvfCRpgrhTsPWvJCDTlh4KGRyqPHYki9jJJ80cTtnsVt9Dq6ZBJNzrBse1DIpIuHVw/ezN6k/Mzc1T33g5OFw2MtQW+32V9P3X7U1l/fiBSS1u5luJaAVwFXd2vY+E0rtPTzLIlf53lJT27dsnLa30qoTGZje/vKaqpKSkHlhNhRcEBQVlNCEHWzJCQrIwFFJ9elBQfBWVSmZn395l4j1h3IfdRnuEkdKJEyf27t2raZXLudASYHaOU/B1vzZcT31UUFBoMYrQkRsZkduIIbfnBoXE1PWN4Y0MUbcyPx/dP8Gy+1KN9c4rOeajOBjQqKhcRyUVbeMMwtCcmYJIe6mudM4honW8ScVw+e43lJQ4zZGR0Qiq49xH5U/VOe1R0nrbRG/N4lgyrwONqU8OCsvHUwlVyUFB2QX1WTn5MPgkOpZO6k6zUlLWtcwnD7lzCjzOWUVJxT6Oc3dx6EdnWd5UVrJK6SaOczZEKnyuKS8v/+effypd8kVybqNMl0uclqhYp/cPojKDg4KSu0jomsSwd/mdTExDRHhISmVFdlBQ+NsyDJMNz+G0Nf5ziefqvY9r+tVxF3dSwbOVsjHjfTxAhqfqHNu8++ZrF50LutfPW8fAnqps3HnFvqu7k13yeLK4/w03NFKescT245qG5i4WSrv0vePcLO6rntm133N0IMVVeju5vargmQUPSlOUmtTmP+/4ul5V1L6h9fhtpb2y+Pb7DjbKq2RvPC7oJPNKQ3A0eo//lUMHj6tZBDkq7bj+zOOFq+91RfETti+fKZzkP2aVEG7qaKKpcP6M7IvmTw3rtY6btj/LRHAXdway+PGWnUHjHYWYfeH6i2ef9YvzfOqiLSBoXg/zsYsO9Ovu62QX2Owy8eES7kNeK11ny7EjShbZhfabN2tZmQUXIxyV9cpG/kZAZfnEtyJZPPQkitrxWotvpkpkptcju8vCItbtrV7mvm8DLZUuvI1KQ/LWbqamV8ePLt90s6zeXUpGVemMT3vXs4tWKfDmJDmxc7runneT8mqrX995XPQp79rttGqbSw2JwV3cOWp+e1rToXtcyKGro49vOOtfg65NMpu9RiemFx4b4fw4dXgtCmZ74ElsL45LS4YIOyV5Of0IIrNc7ugJvVeZA13xF2xy+4hkFoNK6Eq8aRuHQHexaQMdrTzhF6ldef4H16qGdRBKIm5PF7+Tgu1y9/SNKA+3ueCdV4/jqYcMA6F3Lu+QetbERt/XlNmrHYYlFV2xDGluyDVdtVzn1dt8zq1b+8biaV4v5a/TY0KempycR97IL9zEncVkoStN5He8+H8/KKXjEYlP5UySGWxGk83Vgw7tnF7Llt62aY1tExnV4qezfMGmfevNkuGDXz6jLSJO/apVYg+b3R8idfRJJYXNSjVdAznpmFLeUKgjsFdGaeXKg2eOrHsRVl6K4IHXCVIxjZEO5+wLOTFNxR2t4xGcKTA9WUREVPywpFFgDpLMS7Cji+yMTF3KyWxm9d0j+i85UKDDT0zfc8rslpb0lTIEhUwhYPxv75170jm15S9jVpPteRn7vG7GyIIahNt1bQpXVdjnXPX/jH+oxPayiJ5h991YFksavmlSAwLcY2FsxmBiuHdAQIBdTCmK+OUd/GB9VhV8aFFosCOvrm+o5Na8UL+g8KouVEGYA6dcZ2dnR0fHpIIOAi8gQidhWyveoYadHaw0hXMbY1KDnMzv6Bw7+cw3D8FTkQwRDqtuGppo0rDw6pa2oWgeXvAmIOBtfGpJ/9AoxcD1lccHvAyIzv2fZ/K4ghuaanfzeseGMm7jzmQz+7PvGhqcfNrEBvp2xHDu3te3T0lK3Xma14En0r+LRje4m1lrOZcPMj7MtyBfpWBkrpWNzwvviMIuQN43C29Q9bmZmRVtuO/hBEJNRrDDy6fXXtb8z5ZuyNeqAKUz3kYSukL6SlArQA+Ie8JWPNbaL7zrrLFPdf9fXuIEAfYB+n4EcAf6jvR/u2bdC12sUbcAAAAASUVORK5CYII=)Для чего нужны такие массивы? В частности, для программирования тех же матриц и таблиц, а также объектов, напоминающих их по структуре. Например, игровое поле для шахмат можно задать массивом 8х8. Многомерный массив объявляется и создается следующим образом:

**int**[][] myTwoDimentionalArray = **new** **int** [8][8];

В этом массиве ровно 64 элемента: myTwoDimentionalArray[0][0], myTwoDimentionalArray[0][1], myTwoDimentionalArray[1][0], myTwoDimentionalArray[1][1] и так далее вплоть до myTwoDimentionalArray[7][7]. Так что если мы с его помощью представим шахматную доску, то клетку А1 будет представлять myTwoDimentionalArray[0][0], а E2 — myTwoDimentionalArray[4][1]. Где два, там и три. В Java можно задать массив массивов… массив массивов массивов и так далее. Правда, трёхмерные и более массивы используются очень редко. Тем не менее, с помощью трёхмерного массива можно запрограммировать, например, кубик Рубика.

|  |
| --- |
| **Что еще почитать** |
| [Многомерные массивы](https://javarush.com/groups/posts/mnogomernye-massivy) |

**Полезные методы для работы с массивами**

Для работы с массивами в Java есть класс **java.util.Arrays** (arrays на английском и означает “массивы”). В целом с массивами чаще всего проделывают следующие операции: заполнение элементами (инициализация), извлечение элемента (по номеру), сортировка и поиск. Поиск и сортировка массивов — тема отдельная. С одной стороны очень полезно потренироваться и написать несколько алгоритмов поиска и сортировки самостоятельно. С другой стороны, все лучшие способы уже написаны и включены в библиотеки Java, и ими можно законно пользоваться.

|  |
| --- |
| **Статьи на поиск и сортировку:**  [Алгоритмы сортировки в теории и на практике](https://javarush.com/groups/posts/1997-algoritmih-sortirovki-v-teorii-i-na-praktike)  [Реализация пузырьковой сортировки на Java](https://javarush.com/groups/posts/634-realizacija-puzihrjhkovoy-sortirovki-na-java)  **Сортировка и поиск в курсе CS50:**  [Видеолекция 7 (Week 3)](https://javarush.com/quests/lectures/questharvardcs50.level03.lecture01)  [Алгоритмы сортировки. Пузырьковая сортировка](https://javarush.com/quests/lectures/questharvardcs50.level03.lecture09)  [Алгоритмы сортировки. Сортировка вставками](https://javarush.com/quests/lectures/questharvardcs50.level03.lecture10)  [Алгоритмы сортировки. Сортировка слиянием](https://javarush.com/quests/lectures/questharvardcs50.level03.lecture11) |

Вот три полезных метода этого класса

**Сортировка массива**

Метод void sort(int[] myArray, int fromIndex, int toIndex) сортирует массив целых чисел или его подмассив по возрастанию.

**Поиск в массиве нужного элемента**

int binarySearch(int[] myArray, int fromIndex, int toIndex, int key). Этот метод ищет элемент key в **уже отсортированном массиве** myArray или подмассиве, начиная с fromIndex и до toIndex. Если элемент найден, метод возвращает его индекс, если нет - (-fromIndex)-1.

**Преобразование массива к строке**

Метод String toString(int[] myArray) преобразовывает массив к строке. Дело в том, что в Java массивы не переопределяют toString(). Это значит, что если вы попытаетесь вывести целый массив (а не по элементам, как в пункте “[Вывод массива на экран](https://javarush.com/groups/posts/massivy-java#%D0%9A%D0%B0%D0%BA-%D0%B2%D1%8B%D0%B2%D0%B5%D1%81%D1%82%D0%B8-%D0%BC%D0%B0%D1%81%D1%81%D0%B8%D0%B2-%D0%B2-Java-%D0%BD%D0%B0-%D1%8D%D0%BA%D1%80%D0%B0%D0%BD)”) на экран непосредственно (System.out.println(myArray)), вы получите имя класса и шестнадцатеричный хэш-код массива (это определено Object.toString()). Если вы — новичок, вам, возможно, непонятно пояснение к методу toString. На первом этапе это и не нужно, зато с помощью этого метода упрощается вывод массива. Java позволяет легко выводить массив на экран без использования цикла. Об этом — в примере ниже.

**Пример на sort, binarySearch и toString**

Давайте создадим массив целых чисел, выведем его на экран с помощью toString, отсортируем с помощью метода sort и найдём в нём какое-то число.

**class** Main {

**public** **static** **void** main(String[] args) {

**int**[] array = {1, 5, 4, 3, 7}; //объявляем и инициализируем массив

System.out.println(array);//пытаемся вывести наш массив на экран без метода toString - получаем 16-ричное число

System.out.println(Arrays.toString(array));//печатаем массив "правильно"

Arrays.sort(array, 0, 4); //сортируем весь массив от нулевого до четвёртого члена

System.out.println(Arrays.toString(array));//выводим отсортированный массив на экран

**int** key = Arrays.binarySearch(array, 5); // ищем key - число 5 в отсортированном массиве.

//метод binarySearch выдаст индекс элемента остортированного массива, в котором "спрятано" искомое число

System.out.println(key);//распечатываем индекс искомого числа

System.out.println(Arrays.binarySearch(array, 0));//а теперь попробуем найти число, которого в массиве нет,

// и сразу же выведем результат на экран

}

}

Вывод программы:

[I@1540e19d

[1, 5, 4, 3, 7]

[1, 3, 4, 5, 7]

3

-1

В первой строке — попытка вывода на экран массива без toString, во второй — вывод массива посредством toString, в третьей выведен отсортированный массив, в четвёртой — индекс искомого числа 5 в отсортированном массиве (помните, что считаем с нуля, поэтому четвёртый элемент массива имеет индекс 3). В пятой строке видим значение **-1**. Такого индекса у массива не бывает. Вывод сигнализирует о том, что искомого элемента (в данном случае, 0) в массиве нет.

|  |
| --- |
| **Больше о методах класса Array**  [Класс Arrays и его использование](https://javarush.com/groups/posts/1933-klass-arrays-i-ego-ispoljhzovanie) — в статье описаны некоторые методы класса Array |

**Главное о массивах**

* Главные характеристики массива: тип помещённых в него данных, имя и длина.  
  Последнее решается при инициализации (выделении памяти под массив), первые два параметра определяются при объявлении массива.
* Размер массива (количество ячеек) нужно определять в int
* Изменить длину массива после его создания нельзя.
* Доступ к элементу массива можно получить по его индексу.
* В массивах, как и везде в Java, элементы нумеруются с нуля.
* После процедуры создания массива он наполнен значениями по умолчанию.
* Массивы в языке Java устроены не так, как в C++. Они почти совпадают с указателями на динамические массивы.